**Get the latest gcc**

Modern GCC can be chased by a single PPA.  
By the way, you can also get the standard library for C++20 automatically by dependency.

sudo add-apt-repository ppa:ubuntu-toolchain-r/test

sudo apt update

sudo apt install -y g++-9

The version of g++ to be installed here is better to keep it up to date at that time. I am writing from now on on on the premise of g++-9, but please read it as appropriate

**gcc configuration**

Define the environment variables CXX and CC to make g++-9 easier to use by default.

echo "export CXX='g++-9'" >> ~/.bashrc

echo "export CC='gcc-9'" >> ~/.bashrc

source ~/.bashrc

### gcc installation verification method

g++-9 --version Something to be displayed at: If it fails, it says the command cannot be found.

### cmake

<https://cmake.org/install/> was helpful.

First, download and unzip CMake's source **Unix/Linux Source (has\n line feeds)** from [the https://cmake.org/download/](https://cmake.org/download/). Please change the part related to the CMake Latest version as appropriate with reference to [https://cmake.org/download/.](https://cmake.org/download/)

$ wget https://github.com/Kitware/CMake/releases/download/v3.17.1/cmake-3.17.1.tar.gz

$ tar zxvf cmake-3.17.1.tar.gz

Next, build the downloaded source.

$ cd cmake-3.17.1/

$ ./bootstrap

$ make

$ sudo make install

# Passing CMake

$ echo 'export PATH=$HOME/cmake-3.17.1/bin/:$PATH' >> ~/.bashrc

$ source ~/.bashrc

The path variable is wherever you put it.

# Checking CMake Version

$ cmake --version

cmake version 3.17.1

CMake suite maintained and supported by Kitware (kitware.com/cmake).

Examine the code for CMake's FindBoostModule that you downloaded earlier

# cd cmake

grep -n -A 2 \_Boost\_KNOWN\_VERSIONS Modules/FindBoost.cmake

As a result, for example, the following result will come back.

> grep -n -A 2 \_Boost\_KNOWN\_VERSIONS Modules/FindBoost.cmake

1431: set(\_Boost\_KNOWN\_VERSIONS ${Boost\_ADDITIONAL\_VERSIONS}

1432- "1.72.0" "1.72" "1.71.0" "1.71" "1.70.0" "1.70" "1.69.0" "1.69"

1433- "1.68.0" "1.68" "1.67.0" "1.67" "1.66.0" "1.66" "1.65.1" "1.65.0" "1.65"

--

1447: foreach(version ${\_Boost\_KNOWN\_VERSIONS})

1448- if(NOT "${version}" VERSION\_LESS "${Boost\_FIND\_VERSION}")

1449- # This version is high enough.

--

1459: set(\_boost\_TEST\_VERSIONS "${\_Boost\_KNOWN\_VERSIONS}")

1460- endif()

1461-endif()

Usually, the first version is the highest corresponding version. For this reason, we will use this version in the following explanations, but please read it as appropriate.1.72.0

### Download and install Boost

Boost is compiled from the Git repository and used, and if I may say so first,  
it takes a lot of time to download and compile.

git clone https://github.com/boostorg/boost.git

Unlike other software, the version of Boost is not always up to date, switch to the latest version of CMake-compatible that we investigated earlier.

cd boost

git checkout boost-1.72.0 # Please replace with your latest version

git submodule update --init

./bootstrap.sh

./b2 toolset=gcc-9 --prefix=/usr/local -j5

sudo ./b2 install toolset=gcc-9 --prefix=/usr/local -j5

At compile time it is specified and handled by the latest compiler  
CXX or CC does not apply, so it must be applied explicitly There are a lot of warnings in the middle,  
but std::auto\_ptr and unused value are just making a fuss. Don't bother with Boost as it comes with code for every versiontoolset=gcc-9

Argument 5 of the j option is the number of parallel operations. If you make the number of logical cores of the CPU +1 and do no other work at all, it will compile with all your might. Since the speed is different, it is good to properly investigate and specify the number of logical cores.

It is mandatory to enter in the middle. If you do, update using the git submodule appropriately, or delete the boost directory and redo this procedure.git submodule

## Operation check

Create a directory of your choice and try compilation.  
First, create CMakeLists.txt and main .cpp in the directory.

- CMakeLists.txt

- main.cpp

CMakeLists.txt

cmake\_minimum\_required(VERSION 3.16)

project(test)

find\_package(Boost REQUIRED COMPONENTS system)

find\_package(Threads REQUIRED)

include\_directories(Boost::boost)

add\_executable(main main.cpp)

target\_link\_libraries(main Boost::system Threads::Threads)

set(TARGETS main)

set\_property(TARGET ${TARGETS} PROPERTY CXX\_STANDARD 20)

set\_property(TARGET ${TARGETS} PROPERTY CXX\_STANDARD\_REQUIRED ON)

set\_property(TARGET ${TARGETS} PROPERTY CXX\_EXTENSION OFF)

main.cpp

#include <iostream>

#include <string\_view>

#include <boost/asio.hpp>

int main(int argc, char\*\* argv)

{

namespace asio = boost::asio;

using asio::ip::tcp;

asio::io\_service io\_service;

tcp::socket socket(io\_service);

boost::system::error\_code error;

socket.connect(tcp::endpoint(asio::ip::address::from\_string("127.0.0.1"), 31400), error);

if (error)

std::cout << "connect failed : " << error.message() << std::endl;

else

std::cout << "connected" << std::endl;

}

Once you have the file ready, compile it with cmake.

cmake .

make

If you can compile it safely, all installation and configuration are finished.

#include <string\_view>If you spit out an error, the g++-9 setting is wrong.

If Cmake finds the boost library, but is spitting warn, your CMake is not compatible with the latest Boost. Let's deal with it by lowering the version of Boost and reinstalling It  
is also possible that the CMake you used was not the latest one. Check withcmake –version

1. resetting the extension (CTRL+SHIFT+P then "CMake: Reset CMake Tools Extension State (For troubleshooting)"
2. checking that cmake is in my Path
3. just putting "cmake" (without the brackets) in the extension settings GUI

[![image](data:image/png;base64,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)](https://user-images.githubusercontent.com/16573776/106479355-8a279580-64aa-11eb-903a-cf60e4111744.png)

## Operation check

Portable code library POCO is an extension to boost and has been used for some of the functionality.

I’m not sure how much extra memory it takes and if we should remove it, it was preferred for portability and but it may not be necessary.

Download the latest tar file from poco site currently poco-1.12.2.tar

Then follow the instructions below

./configure – sets it to Linux

1. create a cmake-build directory (e.g. in the POCO root directory):

$ mkdir cmake-build

2. and run CMake from there:

$ cd cmake-build

$ cmake ..

$ make -s -j

The full length version also needs this

sudo apt install openssl-dev libssl-dev libapr1-dev libaprutil1-dev apache2-dev libmysqlclient-dev libpq-dev unixodbc-dev

I have only used the cutdown version this didn’t seem to work

So I repeated this with the version **poco-1.10.1-all**

This is the guidelines listed

$ gunzip poco-X.Y.tar.gz

$ tar -xf poco-X.Y.tar

$ cd poco-X.Y

$ ./configure 🡨-- sets it to Linux when Ran (important I think)

$ gmake -s or make

But I again found it didn’t work right when it compiled.

So I did this I

$ mkdir cmake-build

$ cmake ..

$ make

$ LD\_LIBRARY\_PATH=/usr/local/lib/

$ export LD\_LIBRARY\_PATH

$ echo $LD\_LIBRARY\_PATH

To install

Type at the prompt

$> sudo make install

add the following to ~/.bashrc to make your changes permanent

by typing

$>vi ~/.bashrc

export LD\_LIBRARY\_PATH=/usr/local/lib/

If you don’t have this right this will not work correctly so run it to test the pathe variable.

/usr/local/bin/cpspc

This shows the libraries you installed

anthony@Ubunt-18-dev1:~/poco/poco-1.12.2/cmake-build/poco\_test$ ls /usr/local/lib/libPocoF\*

/usr/local/lib/libPocoFoundationd.so

/usr/local/lib/libPocoFoundationd.so.71

/usr/local/lib/libPocoFoundation.so

/usr/local/lib/libPocoFoundation.so.71

/usr/local/lib/libPocoFoundation.so.92

To test this use this code to check the running of the library do the following.

$ mkdir poco\_test\_project

$ cd poco\_test\_project

$ vi sample.cpp

#include <iostream>

#include <Poco/RegularExpression.h>

int main() {

Poco::RegularExpression regexp("^[a-zA-Z]+");

std::string buf;

regexp.extract("ABC123", buf);

std::cout << buf << std::endl; //=> ABC

return 0;

}

-----------------------------------------------------------------------------

$ vi CMakeLists.txt

cmake\_minimum\_required (VERSION 3.17)

project (event\_demo)

enable\_language(C)

enable\_language(CXX)

# Always include the source and build directories in the include path.

set(CMAKE\_INCLUDE\_CURRENT\_DIR ON)

# Set the output folder where your program will be created

set(CMAKE\_BINARY\_DIR ${CMAKE\_SOURCE\_DIR}/bin)

set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR})

set(LIBRARY\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR})

# Find Poco package 1.8.1

find\_package(Poco REQUIRED COMPONENTS Foundation Util Net XML JSON)

# no Poco\_INCLUDE\_DIRS, we have to set by hand

if(MSVC) # WIN32

SET(Poco\_INCLUDE\_DIRS "C:/Program Files/Poco/include")

else()

SET(Poco\_INCLUDE\_DIRS "/usr/local/include/Poco")

endif(MSVC)

MESSAGE( [Main] " Poco\_INCLUDE\_DIRS = ${Poco\_INCLUDE\_DIRS}")

MESSAGE( [Main] " Poco\_LIBRARIES = ${Poco\_LIBRARIES}")

# The following folder will be included

include\_directories(

${MY\_SRC\_INCLUDE}

${Poco\_INCLUDE\_DIRS}

)

link\_directories(${CMAKE\_BINARY\_DIR})

add\_executable(sample sample.cpp)

target\_link\_libraries(sample ${Poco\_LIBRARIES})

---------------------------------------------------------------------------

$ cmake .

$ make

$ cd bin

$ ./sample

ABC

g++-8 -I/usr/local/include -L/usr/local/lib -lPocoFoundation -lPocoXML -lPocoUtil -std=c++17 poco\_log3.cpp

the examples have been put into here and compiled okay using the above cmake file template.

/home/anthony/poco/poco-1.12.2/cmake-build/poco\_examples

The camera library for version 1.05 x86 linux has been loaded and modified to be @

/home/anthony/latest/Airobot-Dynamics-UK/DronePayloadManager/libs/SonySDK/build

**How to install UHubCtrl to manage the usb power to the sony camera.**

cd /home/anthony

open browser and go to url

<https://github.com/mvp/uhubctl>

then follow the instructions as per the webpage

while in uhubctl directory

vi reset\_usb.py and insert the follwoing code press i <paste> then :w :q

# simple python to reset the usb power when requested by the poco lib example

import time

import os

p = os.popen('sudo /usr/sbin/uhubctl -l 1-1 -a 0')

time.sleep(5)

p = os.popen('sudo /usr/sbin/uhubctl -l 1-1 -a 1')

This will be called from the main C program.